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1 Project Overview 

With the growing significance of computer systems within industry and wider society, techniques that assist in 
the production of reliable software are becoming increasingly important. The complexity of many computer 
systems requires the application of a battery of such techniques. Two of the most promising approaches are 
formal methods and software testing. FORTEST is a cross-community network that will bring together expertise 
from each of these two fields. 

Traditionally formal methods and software testing have been seen as rivals. Thus, they largely failed to inform 
one another and there was very little interaction between the two communities. In recent years, however, a new 
consensus has developed. Under this consensus, these approaches are seen as complementary [14]. This opens 
up the prospect of collaboration between individuals and groups in these fields. 

While there has already been some work on generating tests from formal specifications and models, FORTEST 
will consider a much wider range of ways in which these fields might interact. In particular, it will consider 
relationships between 8tatir: te8ting (verification that does not involve the execution of the implementation) and 
dynamic testing (executing the implementation). 

FORTEST will build a new community that will explore ways in which formal methods and software testing 
complement. This will allow these fields to inform one another in a systematic and effective manner aI),d thus 
facilitate the development of new approaches and techniques that assist the production of high quality software. 
The significance of this topic and the lack of any large UK groups, working on links between testing and formal 
methods, make it vital that such a network is established in the near future. 

This proposal is timely because of the recent increased national and international interest in this subject 
which makes the formation of a community both feasible and desirable. It. is anticipated that the existence of 
this network will lead to further collaboration and thus to a significant increase in the quality and quantity of 
research produced in this area. 

The main aims of FORTEST are 

• to bring together academics and industrialists interested in formal methods and software testing; 

• to stimulate collaboration between individuals and groups in these fields; 

• to disseminate problems and results to researchers and practitioners in these two fields and to the wider 
Software Engineering community. 

The dissemination of this information will lead to a greater awareness of the links between software testing 
and formal methods. It will also widen the use of methodologies that assist the development of reliable software. 

The network will focus on the following problems. 

• How can the relationships between formal methods and software testing be utilised? 

• How can the software development process be adapted in ways that simplify the utilisation of these 
relationships? 

• How can techniques, developed to utilise the relationships between formal methods and testing, be auto
mated? 

1.1 Background 

The use of a formal specification or model eliminates ambiguity and thus reduces the chance of errors being 
introduced during software development. Where a formal specification exists, both the source code and the 
specification may be seen as formal objects that can be analysed and manipulated. The use of a formal 
specification thus introduces the possibility of the formal and, potentially, automat.ic analysis of the relationship 
between the specification and the source code. This is often assumed to take the form of a proof, but such a 
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proof cannot guarantee operational correctness. For this reason, even where such a proof exists, it is important 
to apply dynamic testing [8]. 

Testing may be seen as any process that provides information that might either det'ect faults or 'provide 
confidence in the implementation under test (IUT). Thus, as noted earlier, there are both static and dynamic 
test techniques. Each form of testing provides some information about the IUT. 

Static and dynamic testing have very different characteristics and so provide very different types of informa
tion. Static testing relies upon some underlying model that describes the link between the source code and the 
behaviour exhibited by the IUT. This model might, for example, be the semantics of the prograIl1Illiilg language 
and in this case any analysis relies upon the correctness of the compiler and hardware. Static testing may 
provide general information about a model of the system, but cannot be applied directly to the leT. Dynamic 
testing, in contrast, provides specific information about the IUT. One challenge is thus to combine these two 
forms of testing in order to provide general information about the IUT. 

1.1.1 Formal Methods and Dynamic Testing Complement 

Software testing is an important and, traditionally, extremely expensive part of the software development 
process. Studies suggest that testing often forms in the order of fifty percent of the total development cost 
[3]. Where form;u specifications and models exist, these may be used as the basis for automating parts of the 
testing process [1, 2, 19, 6, 21, 20, 10, 11, 5, 16, 22, 13]. This may lead to more efficient and effective testing. 
It may thus transpire that the automation of parts of the software testing process is one of the most significant 
benefit.s of using a formal Rpedfication language. The linkR between testing and formal methods do, however, 
go well beyond generating tests from a formal specification. 

The presence of a formal specification or model makes it possible for the tester to be clearer about what it 
means for a system to pass a test. This may be achieved through the use of test hypotheses [9] or design for 
test conditions [17, 18, 15]. Similar ideas may be found in the generation of checking experiments from finite 
state machines [4, 23, 12]. "Csing these approaches it is possible to generate tests that determine correctness 
under certain well understood conditions circumventing Dijkstra's famous aphorism that testing can show the 
presence oebugs, but. never their absence [7]. Program analysiR might be used in order'to either prove that 
thcse conditions hold or to provide confidence in these conditions holding. 

Information gathered by dynamiC testing may assist when using a formal specification. Testing may be used 
in order to provide initial confidence in a system before effort is expended in attempting to prove correctness. 
Where it is not cost effective to produce a proof of conformance, the developers may gain confidence in the im
plementation through systematic testing. This might be complemented by proofs that certain critical properties 
hold. A proof of correctness might also use information derived during testing. Finally, a proof of correctness 
relies upon a model of the underlying system and dynamic testing might be used to check this 'model. An 
interesting challenge is to generate tests that arc likely to be effective in detecting errors in the assumptions 
inherent in a proof of correctness. 

2 The goals of FORTEST 

FORTEST is a three year project that will develop a new community in order to investigate ways in which the 
relationships between formal methods and software testing may be exploited. It will raise the awareness of the 
links between these fields and disseminate new methods and techniques developed by the community. The main 
goals are thuR 

1. to develop a community; 

2. to disseminate current results and problems and new results produced by this community. 

The deliverables of FORTEST include: 

1. a workshop to be held approximately six months after the start of the project in order to establish an 
initial community and to formalise the set of problems; 

2. a workshop approximately eighteen months after the start of the project in order to widen the range of 
problems considered and approaches used; 
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3. a workshop in the last six months of the proj~ct to disseminate the results; 

4. research meetings, that are internal to the network, to be held quarterly (except where they would coincide 
with a workshop); 

5. an internet structure that includes a mailing list and a web site containing information about the project. 
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